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Terminologies 

 

In this section, the common terms used in this document have been described. This will 

significantly reduce the ambiguities that may arise among the readers of different domains 

because one term can be interpreted differently in diverse fields. The description of important 

terms are given below:-   

 

1. Safety Critical Embedded System: An embedded system that could cause human 

casualty / death on its failure / malfunctioning can be classified as safety critical 

embedded system.  The typical examples are embedded systems frequently used in health 

care, space and automotive domains. However, there are diverse classifications of safety 

critical embedded systems. For example, car power window can be considered as safety 

critical embedded system because its malfunctioning may result in human casualty / 

death e.g. broken arm etc. The key characteristics of Safety critical embedded system is 

its functional and timing accuracy.  

 

2. Verification: The process to ensure that system has been developed as per design 

specifications and / or requirements.  

 

3. Validation: The process to ensure whether developed system meet the user operational 

needs and / or requirements.  

 

4. Design:  A specification of an object, manifested by an agent, intended to accomplish 

goals, in a particular environment, using a set of primitive components, satisfying a set of 

requirements, subject to constraints [62].  

 

5. Development: Unite scientific and technical knowledge to meet particular goals. 

 

6. Testing: It is the process to evaluate the quality of the service / system. 

 

7. Maintenance:  The ability of the system / service to accommodate future changes for 

technological improvements, fault correction and to enhance operational capabilities. 

 

8. Change Management: An approach comprises proactive change adaptation for 

controlling organizational, product and system level changes. 

 

9. Time-to-market: It is a length of time from a product being conceived until its being 

available for sale (Wikipedia). 

 

10. Design Complexity: The degree of complexity involve in the design of the system under 

development. 

 

11. MDA: Model Driven Architecture (MDA) is software development approach where 

requirements are specified in models. It is initiated by OMG group in 2001.  

http://en.wikipedia.org/wiki/Object_%28philosophy%29
http://en.wikipedia.org/wiki/Agency_%28philosophy%29
http://en.wikipedia.org/wiki/Goal
http://en.wikipedia.org/wiki/Environment_%28systems%29
http://en.wikipedia.org/wiki/Requirement
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12. MBSE:  Model Based System Engineering (MBSE) is a systematic approach of 

modeling to support requirement specification, design, verification and validation phases 

of system development.  

 

13. Behavioral aspect:  The feature that requires the accuracy of both functional and timing 

characteristics simultaneously.  

 

14. Temporal aspects: The features those are expressed in terms of time. For example, 

completion of some process on regular, specific and periodic time periods etc.  

 

15. UML: Unified Modeling Language (UML) is OMG standard to develop models from 

given specifications. These models are further used for the development of system 

through various software engineering approaches.   

 

16. SYSML: System Modeling Language (SYSML) is UML profile which is frequently used 

in the development process of various systems by providing specification, design, 

verification and validation support. 

 

17. MARTE: Modeling and Analysis of Real-Time and Embedded Systems (MARTE) is a 

UML profile designed to support model driven development of embedded / real time 

systems.   

 

18. Model Transformation: It is MBSE technique to transform one model type into another 

model type. It takes input model and transforms it to desired output model. It is 

frequently used in formal model verification and source code generation phases of 

MBSE.   

 

19. Single-Click: It is a mechanism to complete the given operation /function on single 

mouse click  

 

20. Code Generation: It is the process of generating source code of desired programming / 

hardware language from the given models.  

 

21. Early Design Verification: It is the process of verifying design of the system which is 

defined in the given models. Normally, formal verification techniques have been used to 

verify the behavioral / temporal aspects of the system. Therefore, it doesn’t require any 

source code evaluation and execution for the verification of system design. That’s why it 

is named as early design verification. However, dynamic verification (simulation) is also 

considered to be the part of early design verification.  
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22. Simulation: It is the process to validate the design of the system by simulating it through 

generated source code. It is often named as dynamic verification of design in embedded 

systems domain.  

 

23. PSL: Properties specification language (PSL) is frequently used in hardware designs to 

specify properties / assertions  

 

24. Model: It is general-purpose term, however, in this document; model may refer to the 

design of safety-critical embedded system containing all structural and behavioral / 

temporal aspects which is developed using UML/SYSML/MARTE diagrams and 

notations.  

 

25. Meta model: It is defined as model of model. It is frequently used in model 

transformation to produce the desired output model   

 

26. Tight coupling: System is tightly coupled if there is high level of dependency among its 

different components i.e. changing one component should require corresponding changes 

in other component.    

 

27. Constraint: It imposes certain restrictions on system / design under consideration.  

 

28. User-friendliness: It can be defined as “The system functions should easily be operated 

and learned by end-user”. For example, it is very easy for end user to develop models and 

generate the desired source code on single-click.  

 

29. Flexible: It can be defined as the ability of system to accommodate potential changes 

required to attain operational diversity.  

 

30. Notation: It is referred as UML graphical notations used in various diagrams.  

 

31. SVA: System Verilog Assertions (SVA) are frequently used to verify the behavioral 

aspects of the system through simulation of generated source code.  

 

32. End-user: The classifications of potential users those have direct interaction with the 

developed system. There may be a single user or set of users to perform modeling, 

verification, code generation and simulation operations through developed system.   

 

33. Platform: It provides dedicated operating environment for all system components so that 

end-user should be capable of using all system components through it.  
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34. Modeling Editor: The editor with UML/SYSML/MARTE diagrams / notations support 

so that end-user should be able to develop appropriate models according to given 

methodology.   

 

35. XMI: XML Metadata Interchange (XMI) is OMG standard and frequently used to 

exchange UML based models through XML.   

 

36. Time Constraints: The constraints that impose certain time restrictions on the system 

under consideration.  

 

37. Safety Constraints: The constraints that impose certain restrictions to ensure the safety 

of the system under consideration.  

 

38. Rule-Based:  The procedure based on predefined rules.  

 

39. Formal Verification: The verification mechanism based on formal mathematical 

methods to prove the satisfaction of behavioral aspects defined in formal specification.  

 

40. Model Verification: It is the method to verify the behavioral / temporal aspects of 

system those are specify in the given model.  

 

41. Finite States: Measureable behavioral states of the given system / model. 

 

42. Infinite States: The behavioral states   of the given system / model those are 

immeasurable.  

 

43. Simulation variables: The variables use to control the simulation behavior to ensure the 

correctness of given system / model.   

 

44. Waveform: It is simulation technique frequently used to simulate the design / model of 

safety critical embedded systems.  

 

45. Lag: It is a visible delay encounter in the system components during the execution of 

their operations / functions.  
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1 Introduction 

1.1 Purpose  

This document provides a complete description of all the functional and nonfunctional 

requirements of project “MOdel-based DEsign & Verification for Safety-Critical Embedded 

Systems (MODEVES)”. The purpose of the project is to verify and validate the design of safety-

critical embedded systems through MDE approach. In this regard, this document incorporates all 

functional, non-functional and other requirements that facilitate all project stake holders to 

understand the intention of project. This is core document that will be used by all stake holders 

(e.g., Higher management, Project manager, System analysts, developers, QA engineers and 

Technical writers etc.) to perform various activities throughout the project lifecycle (e.g., Design, 

Development, Testing, Maintenance and Change Management etc.).   

1.2 Scope   

The objective of this project to reduce time-to-market and design complexity of safety-critical 

embedded systems by using MDE approach. Following are the major components of project:- 

 Specify structural, behavioral and temporal aspects of safety-critical embedded systems 

in UML/SYSML/MARTE diagrams according to new methodology that will be 

developed as a part of MODEVES Framework. Furthermore, a novel approach will be 

developed to specify the design verification properties / constraints of the system, by 

means of SystemVerilog Assertions (SVA’s), at abstraction level (UML-based model). 

This leads to specify the complete system design (structure & behavior) and its 

verification requirements in UML-based model that can be used for early design 

verification. Consequently, the gap between system design and its verification has been 

reduced significantly.   

 Model Transformation component will be developed to perform Model-to-Model (M2M) 

and / or Model-to-Text (M2T) transformations, such that, SystemVerilog RTL 

(synthesizable) and assertions code can be generated through model.   
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 This leads to perform dynamic verification (simulation) of safety-critical embedded 

systems design by using generated SystemVerilog RTL and assertions code through 

existing UVM (Universal Verification Methodology) compliance simulator of choice. 

 All components are integrated into a single MODEVES framework so that end-user will 

be able to perform different operations like modeling, code generation and simulation 

through single platform. 

1.3 Intended Audience and Reading Suggestions  

The document is intended for all project stake holders. This includes but not limited to:  

 Chief Executive  

 Project Director 

 Joint Director (Operation) 

 Joint Director (Technical) 

 Project Managers  

 Systems Analysts 

 Quality Assurance Engineers  

 Technical Writers   

 Industrial Practitioners (for feedback)  

 Educational Institutions (for feedback) 

 

Furthermore, this document is publically available so that students, researchers and 

engineers can get the potential benefits of tools and techniques proposed in this project for 

safety-critical embedded systems. 

2 General Description  

Model Based System Engineering (MBSE) is a well-known approach for the development of 

complex systems. It has features to reduce development complexity, enhanced productivity, 

efficient change management and improved time-to-market. Therefore, it has been frequently 

researched and customized for the development of embedded systems [11-12][18-19][21-23]. 

The major MBSE activities for the development of embedded systems are shown in Figure 1.  



SRS for MODEVES Project, NSTIP, Saudi Arabia 

Modeling structural and temporal aspects of embedded systems is foremost activity. All 

other MBSE tasks (i.e. model transformation, verification and validation) are based on the it. 

Therefore, models are developed by taking into consideration the model transformation, 

verification and simulation requirements. For example, one of the major challenge is to model 

behavioral / temporal aspects of complex embedded systems for further verification and 

validation [12][34]. 

 

Correction (if required)

Modeling 

Requirements

UML SYSML MARTE

Model Transformation

M2M M2T

Verification

Code 

Generation

Simulation
 

Figure 1: Major MBSE Activities for Embedded Systems 

UML and its SYSML/MARTE profiles are frequently used in contemporary research 

practices [1-20] to specify embedded systems requirements. Furthermore, different properties 

specification techniques / languages have been proposed by researchers [31-32][55-57]  to model 

behavioral / temporal aspects. Once requirements are modeled, different model transformation 

techniques have been applied to develop platform specific model and / or source code 

generation. Two types of transformations are commonly used i.e. Model-to-Model (M2M) 

transformation [2-3] and Model-to-Text (M2T) transformation [17-18].  

The verification is performed to ensure the correctness of the model / system and it is 

tightly coupled with the modeling technique used to specify behavioral / temporal aspects. 

Various formal verification techniques [47-49] have been used to verify the behavioral / 

temporal aspects of the system. If the model does not satisfy the verification requirements, then 
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corrections have been made in the model as shown in Figure 1. The validation of the model / 

system has been performed through simulation. Model transformation is frequently performed to 

produce the desired source code from the model which is used for simulation in order to validate 

the model / system.  

Although, researchers put a lot of efforts in the field of MBSE for embedded systems, it 

is still a challenging area due to the diversity of behavioral / temporal characteristics of 

embedded systems. It is always difficult to select appropriate modeling techniques and UML 

profiles to model embedded systems requirements. Moreover, there is a considerable dependency 

among different MBSE activities (i.e. modeling, model transformation, verification and 

simulation) that require sufficient knowledge of all the phases for the development of embedded 

systems. Similarly, there are separate toolsets for each MBSE activity and selection of 

appropriate tools for embedded system development is always problematic for researchers and 

practitioners.  

 Keeping in view the current state of affair, this project introduces novel MODEVES 

framework comprises various tools and techniques to support all MBSE activities for variety of 

safety-critical embedded systems. The major project features are:     

 

 Specify structural, behavioral and temporal aspects of safety-critical embedded systems 

in UML/SYSML/MARTE diagrams according to intended modeling methodology. 

Furthermore, a novel approach will be developed to specify the design verification 

properties / constraints of the system, by means of SystemVerilog Assertions (SVA’s), at 

abstraction level (UML-based model). This leads to specify the complete system design 

(structure & behavior) and its verification requirements in UML-based model that can be 

used for early design verification. Consequently, the gap between system design and its 

verification has been reduced significantly.  

 As a part of MODEVES framework, model transformation engine will by developed by 

practicing Model-to-Model and / or Model-to-Text transformations. Consequently, 

SystemVerilog RTL (synthesizable) and assertions code can be generated through model.   

 This leads to perform dynamic verification (simulation) of safety-critical embedded 

systems design by using generated SystemVerilog RTL and assertions code through 

existing UVM (Universal Verification Methodology) compliance simulator of choice. 
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 All components are integrated into a single MODEVES framework so that end-user will 

be able to perform different operations like modeling, code generation and simulation 

through single platform. 

 

2.1 Product perspective 

Limitations of Modeling Embedded Systems Requirements: From the literature review [1-

61], it has been analyzed that modeling activity is the core of MBSE approach because all other 

activities (i.e. model transformation, verification and simulation) are tightly coupled with this 

activity. Therefore, embedded systems requirements are modeled by considering various 

important verification and validation aspects. UML and its SYSML/MARTE profiles are 

frequently used in different combinations to specify structural and behavior aspects. However, 

there are certain issues while integrating UML and its SYSML/MARTE profiles [30][34]. 

Another big challenge is to select the appropriate property specification approach while 

specifying diverse properties and constraints of embedded systems.  

 MODEVES Modeling Solution: The solution of above mentioned limitations has been 

provided in MODEVES project as follows: 

1. The modeling methodology will be developed, based on UML/SYSML/MARTE profiles, 

in order to specify structural, behavioral and temporal aspects of embedded systems. All 

issues pertaining to the integration of UML and its SYSML / MARTE profiles will be 

handled properly.  

2. The modeling methodology will be developed, based on OCL/CCSL, in order to specify 

the complex assertions / properties of embedded systems for early design verification.  

3. The both methodologies will facilitate practitioners and researchers to specify the 

requirements of various embedded systems without dealing with the certain limitations.   

Limitations of Model transformation: From the literature review, it has been analyzed that 

model transformation approach needs to be frequently customized while dealing with different 

types of embedded systems. For example, single transformation solution cannot be applied to the 

models of two different embedded systems due the difference in modeling methodologies. In 
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addition, end-user need to deal with various model transformation complexity like correctness of 

model transformation.  

 MODEVES Model Transformation Solution: Once model will be developed according 

to the guidelines of MODEVES modeling methodology, MODEVES model 

transformation component will be used to generate System Verilog RTL and Assertions 

code for dynamic verification. The key features of MODEVES model transformation 

component are as follows: 

1. It will take XMI file and generate complete SystemVerilog RTL (synthesizable) and 

assertion code as specified in the model. It will be able to generate SystemVerilog code 

of any model as far as it is developed using MODEVES modeling methodology. 

Otherwise it will give error that model is incompatible with MODEVES modeling 

methodology. Consequently, there is no need to put additional transformation efforts for 

different models because single generic MODEVES modeling methodology will be used.   

2. All transformation complexities will be hidden from end user to support user-friendliness. 

 

Limitations of Simulation: Dynamic verification of the system is performed through simulation 

by making use of the generated source code. Researchers usually utilize available simulation 

tools for the validation of the system [4][25]. However, some researchers develop their own 

simulation mechanism / tool for validation [1]. Consequently, the most important activity of 

simulation is the selection or development of appropriate simulation tool because different 

simulation mechanism / tool are required for the simulation of source code of different 

languages. Another important aspect of the simulation activity is the knowledge of simulation 

environment / variable to perform accurate simulation. This normally requires specifying some 

simulation information within the developed models. Finally, it can be concluded that simulation 

of the model is highly dependent on the type of automatically generated executable source code. 

 MODEVES Simulation Solution: We intend to perform dynamic verification through 

simulation by using SystemVerilog RTL and assertions code generated through model 

transformation component. As SystemVerilog is fully compliance with different 

verification standard like UVM, Existing UVM compliance simulator of choice can be 

utilized.  Following are the key features of MODEVES simulation solution 
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1. As UVM is emerging standard and supported by various simulator, there is no need to 

develop any particular simulation solution and design verification can be performed in 

any available simulator of choice.  

2. The advance feature of the simulator can be utilized to analyze the cause of error (if any) 

and re-verify the design after taking corrective measures.  

2.2 Product functions   

The major project features are given below:-  

 Development of user-friendly and flexible methodology to model diverse structural and 

behavioral / temporal aspects for variety of safety-critical embedded systems. This 

methodology will be based on UML/SYSML/MARTE notations. Moreover, another 

methodology will also be developed to specify assertions / constraints of embedded 

systems which is based on OCL / CCSL. Furthermore, the proposed modeling 

methodology will be supported by open source modeling editor to simply the modeling 

activity. 

 As a part of MODEVES framework, model transformation engine will by developed by 

practicing Model-to-Model and / or Model-to-Text transformations. Consequently, 

SystemVerilog RTL (synthesizable) and assertions code can be generated through model.   

 This leads to perform dynamic verification (simulation) of safety-critical embedded 

systems design by using generated SystemVerilog RTL and assertions code through 

existing UVM (Universal Verification Methodology) compliance simulator of choice. 

 All components are integrated into a single MODEVES framework so that end-user will 

be able to perform different operations like modeling, code generation and simulation 

through single platform. 

2.3 General constraints  

As far as end-user involvement is concerned, this product will be divided into four major 

components (i.e. model, model transformation, code generation and dynamic verification). For 

modeling, user should have some background of UML/SYSML/ MARTE diagrams and 

notations. Furthermore, user should follow proposed guidelines which will be given as a separate 
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document to specify structural / behavioral aspects of safety-critical embedded system in model. 

The user can develop model in modeling editor included in MODEVES framework or it can use 

any modeling editor compliance with the guidelines of MODEVES modeling methodology. The 

model must be exported in XMI format for model transformation. The users should be familiar 

with the working guidelines of transformation engine which will be provide in as separate help 

file (e.g. user manual / installation manual etc.). For simulation, user should have some 

background of safety-critical embedded systems simulation terminologies e.g., waveform etc.  

2.4 Assumptions and Dependency  

It is assumed that user which is involved in modeling process should be familiar with 

UML/SYSML/MARTE diagrams and notations. Similarly, user involved in the dynamic 

verification should be familiar with simulation terminologies e.g., waveform etc. The major 

dependency is that the model must be developed according to the guidelines of MODEVES 

modeling methodology.  

 

3 Functional Requirements  

3.1 Modeling Environment  

Component 
Name 

Modeling Environment  

 
 
 
 
 
 
 
 
Overview 

This component will be responsible to specify wide-ranging 

structural, behavioral and temporal aspects of safety-critical 

embedded systems through UML/SYSML/MARTE diagrams and 

notations. Furthermore, it is also responsible to specify the 

assertions / constraints in the model. This component will be 

completed in two steps. Firstly, a complete methodology will be 

developed which will be used to specify structural, behavioral and 

temporal aspects along with assertions / constraints of embedded 

systems in the models. Secondly, a modeling editor will be provided 

in MODEVES framework to develop models for safety-critical 
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embedded systems according to given methodology.   

 
No 

 
Basic Function 

Break down  
Description 

Critic
ality  ID Sub 

functionality 

1. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Methodology 
development  
 

Methodology will be 

developed that 

define guidelines for 

modeling structural, 

behavioral and 

temporal aspects 

through 

UML/SYSML/MART

E diagrams and 

notations. 

Furthermore, it also 

define the guidelines 

to specify assertions 

/ constraints in the 

model. This is 

foremost functional 

requirement of the 

project. The 

developed 

methodology will be 

available as a PDF 

document. 

 

 

1.1 Structural 
aspects 

This sub functionality will 

provide mechanism for the 

specification of structural 

aspects in models through 

UML/SYSML/MARTE diagrams 

and notations. The important 

requirements are:  

 Identification of UML and / or 

SYSML and / or MARTE 

diagrams used to model 

structural aspects of system 

 Identification of simple 

notations used to specify 

complex structural aspects 

in models.    

 Identification of diagrams / 

notations to represent 

relationships between 

different structural 

components.  

 

 
Must 
have 

1.2  Behavioral 
and 
temporal 
aspects  

This sub functionality will 

provide mechanism for the 

specification of behavioral and 

temporal aspects in models 

through UML/SYSML/MARTE 

diagrams and notations. The 

Must 
have 
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important requirements are: 

 Identification of UML and / or 

SYSML and / or MARTE 

diagrams used to model 

behavioral and temporal 

aspects of system.  

 Identification of simple 

notations used to specify 

complex behavioral and 

temporal aspects in models.    

 Identification of diagrams / 

notations to represent 

relationships and 

dependencies between 

different behavioral and 

temporal aspects. 

 Development of meta-model 

(Profile) by using identified 

diagrams and notations.  

 Validate the applicability of 

developed meta-model 

(profile) through case 

studies.  

1.3  Assertions / 
Constraints  

This sub functionality will 

provide mechanism to specify 

verification properties / 

constraints of the design in the 

model.  The important 

requirements are: 

 Logical representation of 

SystemVerilog 

Must 
have 
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constraints in the model 

through modeling 

standards like OCL / 

CCSL  

 Both immediate and 

concurrent 

SystemVerilog 

assertions will be 

considered for logical 

representation   

 Validate the applicability 

of proposed assertions / 

constraints specification 

approach   

1.4 Documentati
on 

After the completion of early 

Requirements (1.1, 1.2 and 

1.3), a comprehensive 

document will be developed to 

facilitate the end-users for 

modeling requirements. The 

important requirements are:  

 The document will 

provide comprehensive 

description for the 

development of models 

as defined in sub 

requirements 1.1, 1.2 

and 1.3.   

 The document will be 

simple and easy to 

follow.  

Must 
have 
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2 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Modeling Editor 
 
Modeling editor will 
be provided so that 
user will be able to 
develop models 
according to given 
methodology 
(requirement 1) 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

2.1 Modeling 
editor with 
UML/SYSML/
MARTE 
support 

The modeling editor will be 

provided to support the 

proposed methodology 

(requirement 1). This will 

enable end-users to develop 

models according to given 

methodology. However, it is 

worth-mentioning here that 

end-user can use any modeling 

editor that will provide 

UML/SYSML/MARTE support 

and “export to XMI” facility. The 

only requirement is to model 

the requirements according to 

given methodology 

(requirement 1). We will 

provide modeling editor with 

following requirements : 

 Support 

UML/SYSML/MARTE 

diagrams and notations 

as defined in given 

methodology 

(Requirement 1).  

 Drag and drop facility to 

ease the modeling 

process. 

 Facility to export the 

developed models in 

XMI format. 

 Support various 

Must 
have 
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3.2 Model Transformation  

 

abstraction levels of 

model structure.  

 Single-click mechanism 

to display the help / 

guide regarding 

modeling methodology 

(Requirement 1).  

2.1  Integration 
of Modeling 
Editor  

The modeling editor will be 

integrated into MODEVES 

framework. This integration has 

following requirements: 

 The modeling editor will 

be seamlessly integrated 

into MODEVES 

framework. 

 Single-Click mechanism 

will be provided to 

invoke the modeling 

editor  

May 
have 

Component 
Name 

Model Transformation 

 
 
Overview 

This component will be responsible to perform model 

transformations on give models that are specified according to given 

methodology. It will take the models in XMI format and perform 

model transformations according to requirements. It will support 

Model-to-Model and / or Model-to-Text transformations. These 
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transformations are required to generate SystemVerilog RTL and 

assertions code for dynamic verification (simulation).   

 
No 

 
Basic Function 

Break down  
Description 

Critic
ality  ID Sub 

functionality 

1. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Model 
Transformation 
 

Support model-to-

model and / or 

model-to-text 

transformations to 

facilitate the Code 

generator 

component to 

generate System 

Verilog RTL and 

Assertions code 

from the model.   

 

 

 

 

 

 

 

 

 

 

 

 

1.1 Model 
Transformati
on Engine  

The fully functional Model 

Transformation Engine capable 

of supporting M2M and / or 

M2T transformations will be 

developed. End-user will not 

have any direct interaction with 

it. However, it is used by code 

generator component in order 

to generate SystemVerilog 

code from the given models. 

The important functions are:  

 Facility to parse XMI file for 

desired model 

transformation  

 Support Mode-to-Model and 

/ or Model-to-Text 

transformation to meet 

project requirements. 

 
Must 
have 

1.2  Transformati
on Verifier  

This sub component is 

responsible to verify the 

correctness of model 

transformation performed by 

transformation engine. The 

major functions are: 

 Verify the correctness of 

Model-to-Model 

May 
have 
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3.3 Code Generator  

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 

 

 

 

 

 

 
 
 
 
 
 
 

Transformation  

 Verify the correctness of 

Model-to-Text 

transformation.  

 Seamless integration of 

transformation verifier 

into Transformation 

engine. 

1.3 Integration 
of Model 
Transformati
on 
Component 
into 
MODEVES 
framework 

The complete Model 

transformation Engine will be 

integrated into MODEVES 

framework. The key integration 

requirements are: 

 Seamless integration in 

MODEVES framework. 

 Immediate response to 

MODEVES framework 

(including causes) in case of 

any transformation failure.   

 

Must 
have 

Component 
Name 

Model Transformation 

 
 
Overview 

This component will be responsible to generate SystemVerilog RTL 

and assertions code by using Model transformation component. 

Single-Click mechanism will be provided to generate SystemVerilog 

source code from given model. Furthermore, graphical code editor 

may also be provided so that end-user can view / edit generated 



SRS for MODEVES Project, NSTIP, Saudi Arabia 

source code.       

 
No 

 
Basic Function 

Break down  
Description 

Critic
ality  ID Sub 

functionality 

1. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Code Generator  
 

This component will 

be responsible to 

generate source 

code from given 

model.    

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

1.1 Code 
Generator 
Engine  

The fully functional code 

generator engine capable of 

generating SystemVerilog RTL 

and assertions code will be 

developed. End-user will be 

able to generate SystemVerilog 

code on a single click.  The 

important functions are:  

 It will incorporate generic 

templates those will be used 

to generate System Verilog 

code.  

 It will be able to use model 

transformation component 

to generate System Verilog 

code. 

 It will support user-defined 

directory structures where 

files of generated source 

code will be placed.  

 It will provide partial support 

to automatically incorporate 

simulation variables in 

generated System Verilog 

code. 

 It will provide partial support 

to generate documentation 

Must 
have 
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(comments and help files) 

along withSystem Verilog 

code.  

1.2 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Graphical 
code editor 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

The graphical code editor will 

be responsible to display 

generated source code files to 

end-user for further 

optimization / customization. 

The key functions are: 

 It will display all generated 

source code files in widget. 

 It will support single / multi 

view functionality to display 

source code files.  

 It will provide text 

highlighting conventions to 

show up errors, classes, 

functions and assertions in 

source code files.  

 It will provide facility so that 

end-user will be able to edit 

/ customize source code 

files and save them in any 

desired location.  

May 
have 

1.3 Integration 
of Source 
Code 
Generator  
Component 
into 
MODEVES 
framework 

The source code generator 

component will be integrated 

into MODEVES framework. 

The key integration 

requirements are: 

 Seamless integration so that 

May 
have 
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3.4 Simulator 

end-user will be able to 

generate System Verilog 

code through Single-Click.  

 Provide simple mechanism 

to invoke graphical code 

editor. 

Component 
Name 

Simulator 

 
 
Overview 

This component will be responsible to perform dynamic verification 

of given model through simulation by using generate SystemVerilog 

code. It is expected that we will utilized existing UVM compliance 

simulator to save development time. Furthermore, it will also provide 

flexibility to the user to use any UVM compliance simulator of 

choice. However, selected simulator must provide sophisticated 

simulation facilities (e.g. waveform etc.) to validate the design of 

safety-critical embedded systems.       

 
No 

 
Basic Function 

Break down  
Description 

Critic
ality  ID Sub 

functionality 

1. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Simulation   
 

This component will 

be responsible to 

perform validation of 

given model through 

simulation using 

generate 

SystemVerilog code.  

 

1.1 Simulator  The fully functional UVM 

compliance simulator, capable 

of performing intensive 

assertion based verification of 

safety-critical embedded 

system design, will be 

provided. The simulator will 

provide complete support for 

SystemVerilog Assertions.  The 

selected simulator should have 

Must 
have 
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3.5 MODEVES Framework 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 
 

following functions:  

 It will provide complete 

System Verilog Assertions 

support.  

 It will be able to load the 

generated System Verilog 

code automatically from 

user-defined location.  

 It will support sophisticated 

features required for the 

validation of safety-critical 

embedded systems design 

like waveform etc.   

1.2 Integration 
of Simulator 
into 
MODEVES 
Framework 

The simulator component will 

be integrated into MODEVES 

framework. The key integration 

requirements are: 

 Seamless integration so that 

end-user will be able to 

invoke simulator on single 

click.   

 Simulator will be able to 

load generated System 

Verilog code automatically 

and start simulation 

accordingly. 

May 
have 

Component 
Name 

MODEVES Framework 
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Overview 

This component will act as a container and will be responsible to 

integrate all project components so that end-user will be able to 

perform any or all (modeling, code generation and simulation) 

activities through it. Furthermore, it also incorporates complete 

security mechanism to impose various restrictions depending upon 

users privileges. However, we propose it as an optional feature of 

project due to limited time-span.  

 
No 

 
Basic Function 

Break down  
Description 

Critic
ality  ID Sub 

functionality 

1. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

MODEVES 
framework 
 

All project 

components will be 

integrated in 

MODEVES 

framework 

 

 

 

 

 

 

 

 

 

 

 

 

 

1.1 Integration 
of all project 
components   

MODEVES framework will be 

responsible to seamless 

integrate all project 

components so that end-user 

will be able to use them 

through single user-friendly 

platform. The important 

functions are:  

 It will integrate modeling 

editor and provide help 

document regarding 

modeling methodology. 

 It will integrate Model 

transformation component 

so that code generator 

component will be able to 

seamlessly use it.  

 It will integrate code 

generator component to 

provide single click System 

Verilog source code 

May 
have 
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generation facility. 

Furthermore, source code 

editing facilities are also 

integrated. 

 It will integrate simulator 

component.  

1.2 Security  This sub component will be 

responsible to provide security 

mechanism for accessing 

various project components.  

The important functions are: 

 It will provide graphical 

interface to create users and 

their corresponding 

categories.  

 It will provide graphical 

interface to define user 

privileges for each category. 

 It will provide logging 

interface. 

 It will incorporate complete 

mechanism to allow / restrict 

users to perform project 

activities as per defined 

privileges.    

May 
have 
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4 Non-Functional Requirements 

4.1 Performance 

 All Project components should work fast enough so that “lag” will never be detected 

  

4.2 Reliability 

 The code generator component should generate System Verilog RTL and assertions code 

with 90% accuracy  

 

4.3 Availability 

 All project components should be available to end-user as far as MODEVES framework 

is open. In case of any error, the component should automatically resume itself within 30 

seconds.   

4.4 Security 

 The users should be able to use different MODEVES framework components according 

to pre-defined privileges. 

 

4.5 Maintainability 

 The transformation component should be able to accommodate future changes to 

incorporate other  transformation approaches  

 

4.6 Portability 

 The MODEVES framework should support both Windows and Linux platforms. 
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